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License

Genomalysis was created by Benjamin Patterson and Wolfgang Meyers. It is open source and is 
distributed under the MIT license:

The MIT License (MIT)

Permission is hereby granted, free of charge, to any person obtaining a copy of this software and 
associated documentation files (the “Software”), to deal in the Software without restriction, including 
without limitation the rights to use, copy, modify, merge, publish, distribute, sublicense, and/or sell 
copies of the Software, and to permit persons to whom the Software is furnished to do so, subject to the
following conditions:

The above copyright notice and this permission notice shall be included in all copies or substantial 
portions of the Software.

THE SOFTWARE IS PROVIDED “AS IS”, WITHOUT WARRANTY OF ANY KIND, EXPRESS OR
IMPLIED, INCLUDING BUT NOT LIMITED TO THE WARRANTIES OF MERCHANTABILITY, 
FITNESS FOR A PARTICULAR PURPOSE AND NONINFRINGEMENT. IN NO EVENT SHALL 
THE AUTHORS OR COPYRIGHT HOLDERS BE LIABLE FOR ANY CLAIM, DAMAGES OR 
OTHER LIABILITY, WHETHER IN AN ACTION OF CONTRACT, TORT OR OTHERWISE, 
ARISING FROM, OUT OF OR IN CONNECTION WITH THE SOFTWARE OR THE USE OR 
OTHER DEALINGS IN THE SOFTWARE.



A Note

This is the user guide is for the final Java version of Genomalysis. The Genomalysis project is being 
migrated to Python and will likely be available in a Django web interface. The final Java version of 
Genomalysis has been focused on the core functions of mining and viewing proteomic and genomic 
sequences. A legacy version of Genomalysis, which includes more features (many of them not 
working), is available here: http://genomalysis.org/Download.html

Introduction

Genomalysis is a graphical user interface for mining proteomes and genomes for sequences of 
particular interest to the user. It is essentially a graphical wrapper that allows for the execution, in rapid 
succession, of third party algorithms. These are algorithms that test sequences in silico for specific 
properties: transmembrane segments, sequence patterns, secretion signals, etc. By automating the 
execution of such algorithms on an entire genome or proteome, it becomes much easier and faster for 
the user to extract sequences that have specific features. Genomalysis allows for the user to construct 
multiple rules using multiple algorithms in succession to mine for sequences that have multiple 
properties of interest. In addition to the mining functions, there is a viewing function that allows the 
user to open input and output files to view the sequences within.

Genomalysis is currently implemented for Windows, is written in Java/Swing, and can mine genomic 
and proteomic information that is in the FASTA format. FASTA is a text only format that contains 
sequences with headers that describe what they are. These files can be opened by any text editor. The 
current filters available in Genomalysis are as follows:

• Secretion Signal Filter: This filter tests for predicted secretion signals and their associated 
cleavage sites in protein sequences using the PrediSi algorithm. There are three 
implementations of this filter in Genomalysis: one for sequences from Gram negative bacteria, 
one for sequences from Gram positive bacteria, and one for sequences from eukaryotic cells. 
The PrediSi algorithm was developed by Hiller et al.

• Clustal Omega Filter: This allows the user to filter protein or DNA sequences based on various 
parameters of alignment to a known sequence, parameters such as total number of identities, 
strong groups and weak groups. Additional information about Clustal can be found at their web 
page: http://www.clustal.org/
 

• Regex Filter: This filter allows the user to apply regular expressions to test protein or DNA 
sequences. If you are unfamiliar with regular expressions, then read “A Primer on Regex” at the 
end of the filters section of this user guide.

• Transmembrane Prediction Filter: This filter tests protein sequences for predicted 
transmembrane segments using the single sequence version of the TMAP algorithm. The filter 
can be configured to find sequences that have a minimum and maximum number of 
transmembrane segments. The TMAP algorithm was developed by Persson and Argos.

• Sequence Length Filter: This filter tests protein or DNA sequences based on the number of 
monomers they contain. Sequences pass the filter if they are between a user designated 
minimum and maximum length.

http://www.ncbi.nlm.nih.gov/pmc/articles/PMC2143341/
http://www.clustal.org/
http://www.ncbi.nlm.nih.gov/pmc/articles/PMC441516/
http://genomalysis.org/Download.html


Sequences are read from a FASTA formatted sequence file into the user configured filter set and are 
passed or failed by each filter in succession. If a sequence passes all filters, then it is written to an 
output file in FASTA format. 

Graphical Layout

The layout and basic features of the main interface windows are described below. This is not an 
exhaustive description of the features of Genomalysis, but should be enough to get the user going. The 
individual configuration options for each of the filter algorithms is discussed in the “Filters” section of 
this user guide. We recommend playing around with the program and exploring its available features.
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Filter Algorithms

Notes on Algorithm Use. All filter algorithms available in Genomalysis are queued for execution by 
double clicking on them in the available filters dialog shown in the Filter Sequences tab of the main 
Genomalysis window, as shown above in the Graphical Layout section. When an available filter is 
double clicked, it will cause a filter instance of that filter type to appear in the filter instances dialog. 
Double clicking a second available filter will cause a filter instance of the second filter type to appear 
below the first in the filter instances dialog. This can be repeated as many times as necessary to cover 
all parameters that the user wishes to filter for in a sequence search. Because all filters are queued and 
executed the same way, only the specifics of each algorithm's configuration options will be discussed 
here.

Filter instances are executed from top to bottom, and their position in the list can be changed by 
clicking on them and dragging them to a new position, up or down. Sequences that pass the first filter 
instance are sent to the second filter instance, etc. Any sequences that do not pass any filter are 
discarded, so that only sequences that pass all filters are written to the output file. The filter algorithms 
are widely disparate in their processing requirements. For example, the sequence length filter requires 
relatively little processing power and is therefore pretty fast. In contrast, the Clustal Omega filter is 
processor intensive and is, therefore, very slow. To maximize the efficiency of your searches, place the 
filter order of your methods in order from least intensive processing requirements to most intensive. 
This will cause the fewest possible sequences to be put through the slowest algorithms in your search. 
Based on one test we ran, the order of current filters from least processor intensive to most intensive is 
as follows:

Regex ===> SecSig ===> Sequence Length ===> TM Prediction ===> Clustal Omega

This is not a linear list. There is very little difference between the requirements of Regex and SecSig 
based on our test. There is a very big difference between Clustal Omega and all the others. This is 
simply an ordering from least intensive to most intensive, A.K.A. fastest to slowest.
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Sequence Length Filter. This filter, very simply, filters all sequences in a FASTA file and excludes all 
but those that are between a user specified minimum and a maximum length. This is useful if the user 
knows a gene or protein class that she is looking for tends to be about a certain length. When the user 
double clicks on a filter instance of this type, the following configuration options appear:

Set the minimum value, press “OK.” Set the maximum value, press “OK” and then press “OK” again. 
The filter instance will now be configured and ready to execute.

Regex Filter. This filter is a regular expressions filter, and is quite powerful. For an introduction on 
how to use regular expressions see “A Primer on Regex” at the end of this section of the user guide. In 
the context of genomic and proteomic searches, one can use Regex to find common patterns among 
large numbers of sequences. For example, one might use Regex to find all sequences containing 3 
Arginines that are eight to ten amino acids apart. This example is made up, but perhaps you know this 
arrangement forms a particular type of active site in some class of enzyme you are interested in. 
Another example may be all the sequences that have 8 to 20 cysteine residues. This example may 
produce sequences for proteins that are rich in disulfide bonds. If you are interested in some recent real 
world applications of regular expressions in genomic research, here are a few examples: 

Zelman AK, Dawe A, Berkowitz GA.  Identification of cyclic nucleotide gated channels using regular 
expressions.  Methods Mol Biol. 2013;1016:207-24. 

Seiler M, Mehrle A, Poustka A, Wiemann S. The 3of5 web application for complex and comprehensive
pattern matching in protein sequences. BMC Bioinformatics. 2006 Mar 16;7:144. 

Tataru P, Sand A, Hobolth A, Mailund T, Pedersen CN. Algorithms for hidden markov models 
restricted to occurrences of regular expressions. Biology (Basel). 2013 Nov 8;2(4):1282-95. 

When the user double clicks on a filter instance of this type, the following configuration options 
appear:

https://www.ncbi.nlm.nih.gov/pubmed/24833225
https://www.ncbi.nlm.nih.gov/pubmed/24833225
https://www.ncbi.nlm.nih.gov/pubmed/16542452
https://www.ncbi.nlm.nih.gov/pubmed/16542452
https://www.ncbi.nlm.nih.gov/pubmed/23681581
https://www.ncbi.nlm.nih.gov/pubmed/23681581


Enter a minimum and maximum number of occurrences in their respective dialogs and press “OK.” 
Then configure your regular expression by entering it into the Regex pattern dialog as shown above. If 
you wish, you can also test the expression on known matches by entering them into the test text area 
and pressing the “Test” button. Incidentally, the expression entered in the example here, 
R\w{8,10}R\w{8,10}R, will match the fictional example we mentioned earlier about an active site that 
has three arginines each separated by eight to ten amino acids. As entered above, the filter will find 
sequences that contain one, and only one, match for this pattern due to both the minimum and 
maximum number of occurrences being set to one.

Transmembrane Prediction Filter (TMPredictionFilter). This filter uses the single sequence version
of TMAP to predict transmembrane segments in protein sequences. TMAP is an algorithm that was 
developed using positional frequencies of amino acids in multiple sequence alignments of homologous 
proteins containing transmembrane segments. By differentially scoring amino acids of transmembrane 
and membrane flanking segments vs. non-transmembrane segments and experimenting with different 
analysis frame sizes they were able to obtain far more accurate predictions than previous in silico 
methodologies. TMAP is typically used (and was developed to be used) for determining the 
transmembrane segments in multiple sequence alignments of homologous proteins. It is likely that the 
single sequence version is less accurate to some extent. However, it is available and multiple sequence 
alignments would not work with the current code logic of Genomalysis. For a detailed discussion of 
TMAP development see the publications below:

Persson B, Argos P. Prediction of transmembrane segments in proteins utilising multiple sequence 
alignments. J Mol Biol. 1994 Mar 25;237(2):182-92. 
 
Persson B, Argos P. Topology prediction of membrane proteins. Protein Sci. 1996 Feb;5(2):363-71. 

When the user double clicks on a filter instance of this type, the following configuration options 
appear:

As with the sequence length filter, set the minimum and maximum values, press the respective “OK” 
buttons, and then press “OK” again. The filter instance will be then be configured and ready for 
execution.

Secretion Signal Filters (SecSigFilter). These filters use the PrediSi algorithm to check for secretion 
signals in proteins. The algorithm uses one of three libraries for prediction: one developed for 
prediction of secretion signals in Gram positive bacteria, one for the same in Gram negative bacteria, 
and one for eukaryotic secretion signals. Genomalysis has three different available filters for secretion 
signal prediction, each using a different one of these three libraries. This filter is not set up for 
configuration and if you double click on an instance you will be informed of this. This filter tests for 
both a secretion signal and an associated cleavage site: if both are present, then the sequences passes; if

http://www.ncbi.nlm.nih.gov/pmc/articles/PMC2143341/
https://www.ncbi.nlm.nih.gov/pubmed/?term=Prediction+of+transmembrane+segments+in+proteins+utilising+multiple+sequence+alignments.
https://www.ncbi.nlm.nih.gov/pubmed/?term=Prediction+of+transmembrane+segments+in+proteins+utilising+multiple+sequence+alignments.


either of both are absent, then the sequence fails. For an extensive discussion of the PrediSi algorithm 
see the reference below:

Hiller K, Grote A, Scheer M, Münch R, Jahn D. PrediSi: prediction of signal peptides and their 
cleavage positions. Nucleic Acids Res. 2004 Jul 1;32(Web Server issue):W375-9.

Clustal Omega Filter. This filter uses the Clustal Omega algorithm to do sequence alignments of 
sequences in a FASTA file to a user entered sequence. It then passes or fails each FASTA file sequence 
based on similarity settings. The user can choose percentages and exact integer values for the number 
of weak groups, strong groups, and identities that a FASTA sequence must have in common to the user 
entered sequence in order for it to pass the filter. Clustal Omega is typically used for multiple sequence 
alignments and has numerous options designed to allow for high quality alignments of very large sets 
of sequences. Genomalysis uses Clustal to do sequential basic pairwise alignments in rapid succession. 
This is an atypical usage of Clustal Omega, but it works very well.

For more on Clustal visit their web site: http://www.clustal.org/

When the user double clicks on a filter instance of this type, the following window appears:

Paste a sequence into the sequence data dialog. Be sure that there are no breaks of any kind in the 
sequence, for example, a carriage return or a space. If the sequence is not contiguous, then 
Genomalysis will throw an error when it tries to execute this filter. Set the similarity options in the 
Genomalysis/Clustal similarity rule. If you need additional rules, then press the “Add New Rule” 
button and a new rule will appear. All rules added in this way will be applied to FASTA sequences 
aligned to the sequence in the sequence data dialog of this window. If you need to create FASTA 
alignment rules for another sequence, then create a second instance of this filter type in the main 
Genomalysis window and configure it for your additional sequence. When you have chosen all options 
for all the rules that you need, press the “OK” button. This filter instance will now be configured and 
ready to be executed. 

A Primer on Regex. What is Regex? Regex is a language for expressing patterns. The name “Regex” 
is from a combination of the words “Regular Expressions.” Regex allows you to express patterns with a
minimum of typing. These expressions can look very cryptic and scary, but are not particularly difficult
to understand if you start with some basics. This primer is geared towards individuals with little or no 
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http://www.ncbi.nlm.nih.gov/pmc/articles/PMC441516/


programming experience and aims to break down the language of Regex into its fundamental parts so 
that anyone (hypothetically) could understand it.

Why Regex? Regex is useful in situations where you need to detect complicated patterns in text, 
especially when those patterns can appear multiple times. Regular expressions are portable because 
they can be used in just about any of the modern programming languages (like Javascript, C#, Java, 
Ruby, Python, PHP, etc.). There are regular expressions for finding email addresses, URLs, HTML tags
or just about any other kind of a pattern that can be expressed in text.

How can we use Regex? Usually, we ask Regex to tell us if it finds a certain pattern in text, and if so, 
where. Regex can also tell us where the next place is that it sees the pattern. So if we take the 
statement, “there is a frog on a log” and ask Regex where the word “frog” is located, then it will tell us 
“position 11.” This is the numbered position in the sentence where the word frog begins:

0 1 2 3 4   5   6 7   8   9   10   11 12 1314   15   16 17   18   19   20   21 22 23
T h e r  e        i  s        a           f    r   o   g           o   n            a            l    o   g

The expression in this case is literally “frog” but we can ask Regex to do more complicated things for 
us. For example, we can ask Regex to find any word that ends in “og” and tell us where it is. In order to
say this to Regex, we break it down as follows: we want a word that has any amount of letters (we don't
really care what they are) followed by og. In Regex, the term “\w” signifies a “word letter” (meaning 
any letter in the alphabet). The “\” tells Regex “this is a special character” and the “w” says “this is a 
word letter (A - Z).” We can follow the “\w” with an “*” meaning “zero to many” or a “+” meaning 
“one to many.” So to make an expression that says “one to many letters followed by 'og'” we construct 
the following regular expression: \w+og  

Now, when we ask Regex to tell us all of the places where it sees the pattern “\w+og”, it tells us 
“positions 11 and 21.”

0 1 2 3 4   5   6 7   8   9   10   11 12 1314   15   16 17   18   19   20   21 22 23
T h e r  e        i  s        a           f    r   o   g           o   n            a            l    o   g

This is the tip of the iceberg when it comes to the power of regular expressions to perform pattern 
matching on text. Here, we tell Regex that we want one to many word characters. What if we want 
exactly one? Just omit the “+” so that we have the following expression: \wog

Or, we might want exactly two. we could do this: \w\wog

But what if we wanted exactly thirteen characters followed by “og”? This situation probably does not 
come along often, but you never know. we could write “\w\w\w\w\w\w\w\w\w\w\wog” but that is 
getting a bit ridiculous. Apparently, the creators of regular expressions thought so too, so they created a 
special notation that you can use to tell Regex exactly how many times you want it to do something. 
Let's say we want to find all words in some text starting with an “s” and ending with an “n” with 
exactly 7 letters in between. Here is how we write it: s\w{7}n

This says “s” followed by exactly 7 word characters followed by “n.” Pretty cool, huh? But, what if we 
wanted, say, anywhere between 3 and 7 characters between? We just need to modify our last expression
a bit to accommodate this: s\w{3,7}n



When we wrote our expression “s\w{7}n” we were actually telling Regex “s\w{7,7}n” but we can just 
put “{7}” for short.

Now on to escaped characters. What are escape characters? And why were they escaping in the first 
place? Worry not, because we actually want some of our characters to escape. In regular expressions, 
we use the backslash, \, to “escape”certain characters from expressions. This means that when a “w” or 
an “s” is in front of a backslash, it carries special meaning of some kind for Regex. So far we have only
used the “\w” in our expressions to detect word characters. Here is a larger list of commonly used 
escaped characters:

Character Meaning

\w Word Character

\s Whitespace (space, tab, newline, etc)

\S non-whitespace (everything but)

\W non-word characters

. ANY character

\d Numeric digits (0-9 and other international numeric digits)

\D non-numeric characters

So now, with our newly acquired expert knowledge of Regex escaped characters, we can track down 
things like phone numbers and email addresses. There is no escape! Well, you might think that anyway.
Before we move on, we have to point out something here: the “.” character. Alone, in an expression, it 
has special meaning: any character. If we were to say “s..p” then it would match with ship, soap, slip, 
etc. But, if we say “s\.\.p” then literally “s..p” is what will be matched. Why would this be backwards 
from everything else? We have no idea. But it is worth knowing when you make your expressions. A 
“.” means any character, and a “\.” means “.” literally. Now, moving on. Let's take a good example of 
something that we might search for in text: a phone number. Phone numbers can take a variety of 
forms:

(555)555-5555
(555) 555-5555
555-555-5555
1-555-555-5555
555.555.5555

Let's try to match the “555-555-5555” example. There are 3 digits, followed by a dash, followed by 
three more digits, followed by a dash, followed by four more digits. So, three digits, \d{3}, followed by
a dash, \d{3}-, followed by three more digits, \d{3}-\d{3}, and another dash, \d{3}-\d{3}-, followed by
four more digits, \d{3}-\d{3}-\d{4}, and there you have it: \d{3}-\d{3}-\d{4}

This pattern will match phone numbers with the pattern “XXX-XXX-XXXX”. But if you look closely, 
we are actually repeating information again (like in the “\w\w\w\w\” example). Right at the beginning 



of the pattern, you see “\d{3}-” twice. Is there a way to compact this any more? There is, with logical 
grouping. In Regex you can logically group different parts of a pattern together with parentheses, and 
then treat the group as an individual element. So we could rewrite the expression, \d{3}-\d{3}-, as the 
expression, (\d{3}-){2}, and that would make our final expression as follows: (\d{3}-){2}\d{4}

So parentheses, curly braces (the “{” and “}” characters) and backslashes have special meaning in these
patterns: curly braces indicate multiplicity, parentheses logically group things, and backslashes indicate
that the next character after it should be treated specially. This is all fine and dandy, until we want to 
find curly braces, parentheses, or backslashes in text. Imagine a situation where we wanted to find, say, 
a phone number like “(555) 555-5555.” If you tried to use the pattern, (\d{3})\s\d{3}-\d{4}, where the 
first three digits are surrounded by parentheses, then this would actually match “XXX XXX-XXXX” 
because Regex thinks that you are trying to logically group the three digits. In order to disillusion our 
faithful search algorithm, we need to escape our parentheses. Run away! You escape parentheses just 
like anything else: with a backslash. So in order to get this expression right, we have to write it like 
this: \(\d{3}\)\s\d{3}-\d{4}

Now that is what we meant by cryptic looking. If we had shown you something like this in the 
beginning of this discussion, you probably would have run screaming in the opposite direction. 
Fortunately for you, we're taking it one step at a time, which should hopefully make it easier to 
understand. This new pattern is great, but it could be a little better. There is a difference between a 
“(XXX) XXX-XXXX” phone number and a “(XXX)XXX-XXXX” number, although they look almost 
exactly the same. One has a space after the parentheses, and one does not. It might not seem like much 
of a difference, but to a computer the difference is significant. Is there a way to make a pattern that can 
handle either scenario? Well, we could put a multiplicity constraint in front of the whitespace character 
to make it zero to one, like this:\(\d{3}\)\s{0,1}\d{3}-\d{4}

That works, but there is a quicker way to say the same thing. Remember the “*” and “+” operators for 
“zero to many” and “one to many”? There is also an operator for zero to one, the “?” character. So if we
rewrite our pattern as, \(\d{3}\)\s?\d{3}-\d{4}, then we have an equivalent expression that says, 
“exactly three digits surrounded with parentheses followed by an optional space, followed by exactly 
three digits, one dash, then exactly four digits.”

Hopefully, this has helped you get somewhat of a basic understanding of what Regex can do. There are 
entire books written on the subject, and millions of programs and web sites all over the world that use 
them. In bioinformatics they can be extremely powerful for finding certain types of sequence elements.

FASTA Files

FASTA is a text only format for sequence information. The files containing sequence information in 
this format can be given virtually any file extension, for example, “.fsa”, “.fasta”, “.faa” or “.fna” to 
name a few. Irrespective of the the extension, FASTA formatted files are simply text files and can be 
opened by any text editor. Sequence data in FASTA format are presented as amino acid or DNA 
sequences (single letter code for amino acids) preceded by a header describing what they are. An 
example of FASTA format:

>lcl|hmm4680 Gene predicted by Gnomon on Homo sapiens Celera genomic contig HsCraAADB02_1 [1|Celera]
MAECGASGSGSSGDSLDKSITLPPDEIFRNLENAKRFAIDIGGSLTKLAY
YSTVQHKVAKVRSFDHSGKVSLHCGHPGQGSRFSVVLDLALVSQSSLCCC
RPRL*



The description line is a single line and is designated by the greater-than symbol. This line can contain 
any information or no information. The description following the symbol is optional. Everything below
this line is considered to be contiguous sequence until another greater-than symbol is encountered. 
Then, an new sequence begins. Sequence lines are typically not longer than 80 characters. This 
probably has to due with usability from an era when computers had far less dynamic user interfaces 
compared with today. Amino acid sequences are typically ended with an asterisk which indicates a stop
codon. An example of a multiple sequence FASTA format is as follows:

>lcl|hmm234 Gene predicted by Gnomon on Homo sapiens Celera genomic contig HsCraAADB02_1 [1|Celera]
MVIGHEITHGFDDNGRNFDKNGNMMDWWSNFSTQHFREQSECMIYQYGNY
SWDLADEQNVNGFNTLGENIADNGGVRQAYKAYLKWMAEGGKDQQLPGLD
LTHEQLFFINYAQVAAAVLVPPSPCFPTHLWRAHSGAPPGTRAQHGRPLG
GKA*
>lcl|hmm1170 Gene predicted by Gnomon on Homo sapiens Celera genomic contig HsCraAADB02_1 [1|Celera]
MSTVDLARVGACILKHAVTGEAVELRSLWREHACVVAGLRRFGCVVCRWI
AQDLSSLAGLLDQHGVRLVGVGPEALGLQEFLDGDYFAGELYLDESKQLY
KELGFKRYNSLSILPAALGKPVRDVAAKAKAVGIQGNLSGDLLQSGGLLV
VSKEVPRRLRPQGAHPAGPGHLCGGLCQRPASV*
>lcl|hmm819 Gene predicted by Gnomon on Homo sapiens Celera genomic contig HsCraAADB02_1 [1|Celera]
MRTLPLRFAGDLGTVAEGLPRTWEEGGSAFQSPGAPLRPAAQRGHPQNAR
PGPRRLHAQNPPRASHASCTAAPEARSPWRSQNERRAPGWACGPGGN*

If you are interested in a more detailed discussion of the FASTA format, then take a look at the 
following web sites: 

https://en.wikipedia.org/wiki/FASTA_format

http://zhanglab.ccmb.med.umich.edu/FASTA/

Genomalysis FASTA Usage Notes. There are a couple of ways that Genomalysis uses FASTA files 
that should be noted by the user. First, when Genomalysis executes a series of filters on sequences 
contained in an input file, it deletes the asterisk from sequences as they are being fed through the filter 
set. This does not alter the input file but the asterisks are not rewritten in the output file. This is done to 
keep the asterisks from causing problems with the filter algorithms. When Genomalysis encounters a 
sequence that has an asterisk somewhere within the sequence instead of at the end (this does happen), it
deletes the asterisk and treats the sequence like a normal sequence. This is important for the user to be 
aware of because these sequences are artifacts of automated sequence mining protocols and 
Genomalysis treats them like any other sequence. Additionally, if they pass all the filters they will be 
written to the output file with no asterisk, so it will not be obvious by looking at them that they are 
farcical. Thankfully, examples of these artifacts are rare. 

Second, it is technically acceptable to use lowercase letters in FASTA format: they are mapped to
uppercase. Genomalysis, however, does not do this. It feeds sequences in “as is” and outputs the same 
format that is inputted. This is important because the user input fields in Genomalysis are case 
sensitive. If you are inputting a FASTA file that contains lowercase sequences and you enter uppercase 
algorithm parameters, then they will not match even if they technically are sequence matches. Make 
sure your filter inputs that are sequences or sequence elements match the case of the FASTA file you 
are inputting for filtration.

Obtaining FASTA Files for Analysis. FASTA formatted text files are a very common way of storing 
large amounts of sequence data. For example, NCBI genomic and proteomic data are extensively 

http://zhanglab.ccmb.med.umich.edu/FASTA/
https://en.wikipedia.org/wiki/FASTA_format


archived in FASTA format. Comprehensive archives of NCBI sequence and meta-data can be obtained 
from their FTP site: http://www.ncbi.nlm.nih.gov/Ftp/. Various projects on this FTP site contain FASTA
formatted genomes and proteomes, for example, the Genome Assembly/Annotation Projects and 
RefSeq. In these projects, FASTA formatted sequence files are often designated with a “.faa” or “.fna” 
extension, so it is a good idea to look around this site and see what types of data are represented in 
various projects.

Genomalysis, does not care what the extension of a FASTA file is: it will input and output files of any 
extension. If you attempt to filter a file that is not FASTA formatted, then the filtration process will 
simply not start. Additionally, the command line shell that Genomalysis runs from will throw numerous
errors.

If you would like to simply use some examples of FASTA formatted sequence files without having to 
mess around with exploring the extensive archives of NCBI (or some other database), then you can use 
some example proteomes that we have included with Genomalysis. They are located in the folder 
where you installed Genomalysis in a subfolder titled “Example Proteomes.” Additionally,  you can 
download the same examples from the download page of the Genomalysis web site: 
http://genomalysis.org/Download.html

Algorithms for DNA and Proteins Sequences

Genomalysis was originally created as a tool to search predicted proteomes from NCBI for sequences 
of interest. The algorithms that were chosen were all selected due to their ability to filter protein 
sequences. That being said, some of them will work for either DNA or protein sequences, namely 
Clustal Omega, Regex, and the sequence length filter. All three of these are pretty powerful tools for 
searching large numbers of sequences.

The algorithms that accept only protein sequences are the SecSig filters and the transmembrane 
prediction filter (TMPredictionFilter). Based on a few tests that we ran, these filters behave differently 
if they encounter DNA sequences, that is, the SecSig filters will pass every sequence and the 
TMPredictionFilter will fail every sequence. Just be aware that these algorithms were not designed to 
analyze DNA sequences.
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